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Abstract
In this paper we present a web-based teaching environment, OMWeb, useful both in engineering courses as well as for teaching programming languages. OMWeb can be an alternative or complementary tool to the traditional teaching method with lecturing and reading textbooks.

Experience shows that using such interactive platforms will lead to more engagement from the students. With such a solution the student can focus more on the important learning goals. The student needs only to open a web browser and start writing programs in order to use the tool. The OMWeb server contains all the needed software. In each interaction, the server returns results to the user. This solution allows each student to work at his/her own speed, at any time, and remotely, enhancing the individual learning.

OMWeb is part of the open source platform OpenModelica. It can be applied to several areas in natural science, such as physics, chemistry, biology, biomechanics etc., where phenomena can be illustrated by dynamic simulations.

Keywords: OMWeb, OpenModelica, Virtual, Web-based

1 Introduction
In this paper we introduce a learning environment for web-based modern object-oriented equation-based modeling and simulation. This environment, called OMWeb, is useful both in programming language teaching and in engineering courses. The primary application shown in this paper is teaching the Modelica language [1]. However, the concept can also be adapted to other languages. In this way the student has an interactive common platform for learning programming languages as well as learning through virtual experiments with physical phenomena.

This kind of interactive course allows experimentation and dynamic simulation as well as execution of computer programs. As a part of the open source platform OpenModelica, [2], this makes it possible to integrate applied sciences in physics, human biology [3], mathematics, and computer science.

2 OpenModelica Platform
In 2002 an initiative was taken by the PELAB group at Linköping University to develop an open source platform for the Modelica language, to be called OpenModelica [2],[3] and [10]. The OpenModelica effort has expanded, and is in recent years also supported by the Open Source Modelica Consortium.

The OpenModelica environment, shown in Fig. 1, consists of several interconnected subsystems. The debugger currently supports debugging of an extended algorithmic subset of Modelica, MetaModelica.

Figure 1. Illustration of communication between different parts of the OpenModelica platform.

The OpenModelica Notebook editor, OMNotebook (see Section 5.3), provides an active electronic notebook including an editor. The notebook is active in the sense that models inside the book can be changed and executed, it is not just a passive textbook or html page. This is one of the first open source efforts that makes it possible to create interactive books for educational purposes in general, and more specifically for teaching and
learning programming. Traditional teaching methods with lecturing and reading a textbook are often too passive and don’t engage the student as much.

3 OMWeb architecture

The OMWeb architecture is composed of three decoupled set of entities namely the Teacher and/or Student Client (TC and SC), the E-learning Community Server and the Computation Client, similar to the NumLab architecture (Section 5.1).

The three layers have been developed in different programming languages; the clients are developed in Java, the E-learning Community Server (ECS) is developed in Ruby On Rails and for the Computation Client (CC) C++ is used, see Fig 2.

![Figure 2. OMWeb architecture](image)

Communication among the modules is done following the REpresentational State Transfer (REST) architecture; which uses Hyper Text Transfer Protocol, HTTP as the carrier of messages across the network. The HTTP has four methods for accessing and updating the resources - GET, POST, PUT and DELETE.

Moreover, JavaScript Object Notation (JSON) is used to format the data for communication. One reason behind the choice of JSON format is that it is easy for the humans to read and write as well as for the machines to parse the data.

4 OMWEb – OpenModelica Virtual Web-based Learning Platform

In this Section the different parts of OMWeb are explained in detail.

OMWeb provides a programming environment within a web browser. This facilitates for the student to learn and participate in courses, independent of time and place. The availability in a standard web browser makes it easier to get started with than if you have to install special software packages.

The Student Client and the Computation Client are both active entities in the system, whereas ECS is the passive entity. In detail, the ECS never initiates a communication, rather it only responds to occurring events.

On the other hand the end clients are the ones who are always polling for Solution or Result messages from the Solution and Result Queue of the ECS as soon as they finish POST-ing a message to the ECS. The communication diagram in Fig 6 reflects a better illustration of the message flow in the System.

4.1 Frontend: Teacher Client, TC

The TC [13] is the web frontend of the system and is specially developed for a teacher to post his/hers exercises or assignments intended for the students to solve and get evaluated.

Fig. 3 illustrates the Graphical User Interface of this client. The tab "Exercise Generator " has three fields for entry; the name of the exercise, the description of the exercise and the text area takes in the program code.

The teacher then clicks on the "Send Exercise" button; this action will first generate the JSON script of the corresponding exercise by filling in the "value" tag of the respective "identifier". Later, it sends the JSON string using the HTTP POST which posts the exercise to the ECS.

![Figure 3. Teacher Client](image)

4.2 Frontend: Student Client, SC

The SC [14] is a web frontend designed for the students who are to solve the exercises posted by the TC, see Fig 4.

A student first opens the web applet and clicks on the drop down box of the client user interface that is
labeled "Fetch Exercise" to retrieve the list of exercises posted by their teacher. The student then selects one of the exercises from the list and the exercise is shown in the client interface.

The exercise may contain one or more sections labeled as Editable and Non-editable where the students can edit the code of the Editable section(s) only.

Later, when the student is done with solving the program, the button labeled "Execute" is pressed, this will first generate the JSON string for the Solution of the exercise and then will send over the network to the ECS using the HTTP POST method.

As soon as sending of the solution is done the SC initiates to poll for the Result of the Solution from the ECS.

The client continues to poll until it receives the Result JSON string from the ECS. On receiving the Result the JSON string is parsed and the result data is shown on the output section of the client interface.

In order for the clients at both ends to communicate with each other they are required to be first registered to the ECS with a unique Membership ID where the membership is granted by the administrator of the ECS.

Next, the Members are assigned to a common Community (Fig. 5), this is required to route the messages of the same community members back and forth.

For example let us assume that there are four frontend SCs and two backend Computation Clients with membership IDs StC_Pelab_01, StC_Rts_01, StC_Adit_01, StC_Eslab_01 and CtC_IDA_01, CtC_IDA02 respectively. Also assume that there are two communities in the ECS Comm_IDA_01 and Comm_IDA_02.

Let us also assume that client StC_Pelab_01, StC_Rts_01 and CtC_IDA_01 are members of the Comm_IDA_01 community and that clients StC_Adit_01, StC_Eslab_01 and CtC_IDA_02 are members of the Comm_IDA_02 community.

Now, the messages sent by the clients StC_Pelab_01 and StC_Rts_01 can be processed by the backend client CtC_IDA_01 only and messages sent by the StC_Adit_01, StC_Eslab_01 would be processed by the CtC_IDA_02 only.

This kind of routing guarantees that the messages are received by the intended entities only and hence eliminates any misrouting possibilities.

The ECS also maintains a database to store the exercises posted by the teachers using an authentic TC. The exercises are given an unique ID in order to be identified by the font/backend clients while generating the Solutions and the Results, further about this is discussed in later segment.

To manage the messages from and to the clients two separate queues are maintained. These queues are event driven queues supplied by the Ruby On Rails architecture. An event handler takes care of the specific events generated by the incoming messages at the ECS. When
the ECS receives an incoming message from the Student Client containing the HTTP method POST, the event handler routes the message to the Solution Queue and when the ECS receives an incoming message from the Computation Client with the HTTP method POST, it is put to the Result Queue.

Similarly, when the incoming message from the Student Client and Computation Client is a HTTP GET, the messages are retrieved from the Result and Solution Queue respectively and forwarded to the clients who initiated the GET request.

4.4 Backend: Computation Client, CC

The CC is responsible for executing the Solutions sent by the SC, evaluate the correctness of the program code and send the Result back to the ECS.

As we have mentioned in the previous section, the clients who are member of the same community can communicate between themselves; so, the computation client CtC01 could only fetch, execute and evaluate the result that was sent by the Student Client StC01.

5 Related Work

A brief survey is presented in this section covering some existing web-based and interactive learning platforms.

5.1 NumLab Architecture

At University of Stuttgart a web-based virtual environment NumLab [7] is available for computerized mathematical calculations including related subjects. The idea is to provide a web-based teaching environment where the students can focus on the numerical and mathematical topics without having to install any software packages.

NumLab is built according to the client-server architecture with a Java-applet in the front-end, a middleware layer E-learning Community Server, and a back-end client containing all the involved software packages, [9].

For communication between the ECS server and the other parts of the system REST, Representational State Transfer, is used which simplifies the communication in web-based distributed systems. The data representation and exchange format JSON, JavaScript Object Notation is used, [8].

5.2 Intelligent Tutoring System

There are many web-based intelligent tutoring systems that are worth to mention. For example the ELM-ART used for teaching the Lisp language [12] or a pluggable web-based tutoring system in [11].
5.3 DrModelica

The OMNotebook subsystem in OpenModelica is currently being used for course material (DrModelica) in teaching the Modelica language and equation-based object-oriented modeling and simulation, (see Fig 7).

It can easily be adapted for use with electronic books teaching other programming languages. OMNotebook can also easily be used in other areas such as physics, biology chemistry, biomechanics etc., where phenomena can be illustrated by dynamic simulations within the book.

![Figure 7. Bouncing ball example with movement animation in OMNotebook](image)

5.4 OMScheme

With OMScheme the OMNotebook paradigm is generalized towards other programming languages than Modelica, e.g the Scheme programming language, [6]. An implementation of the factorial function using OMScheme is shown in Fig 8.

![Figure 8. Factorial function illustrated in OMScheme](image)

5.5 DrControl

DrControl, Fig 9, is a recently developed active electronic book course material based on OMNotebook for teaching control theory and modeling with Modelica.

It contains explanations about basic concepts of control theory along with Modelica exercises. Observer models, Kalman filters, and linearization of non-linear problems are some of the topics in the course used in control of a pendulum, a DC motor, and a tank system model among others.

![Figure 9. DrControl for teaching control theory concepts.](image)
6 Future Work

The OMWeb platform presented in this paper is pure-text based. Integrating the graphical connection editor, OMEdit into OMWeb would be one of the desired next mile-stone. Also a 3D visualization and syntax highlighting should be supported for making the environment more user friendly.

Figure 10. Bouncing Ball illustrated in OMWeb with syntax highlighting aid and plotting.

7 Conclusions

In this work we extended the basic idea of an active web-based teaching environment for educational purposes to handle multiple programming languages.

An early prototype is being developed for handling the Scheme and Modelica languages. OMWeb takes the virtual remote learning environment idea further by introducing OpenModelica platform within NumLab and widens the applicability to a wide range of engineering courses by introducing Modelica language in those courses.

The benefits and opportunities offered by a web-based solution is natural to access a vast amount of knowledge and information but also the ability for the student to work at his or hers own speed which enhances the learning process. Furthermore, the student activity is encouraged more by the interactivity and ease-of-use within an easy-to-use web-based interface.
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