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Abstract

Model driven requirements engineering (MDRE) is proposed to deal with the ever-increasing complexity of technical systems in the sense of providing requirement specifications as formal models that are correct, complete, consistent, unambiguous and easy to read and easy to maintain. A critical issue in this area is the lack of a universal and standardized modeling language which covers the whole requirements engineering process from requirement specification, allocation to verification. SysML is being proposed to meet these requirements. In this paper a model driven requirements engineering process for industrial applications in the field of automation systems is described in order to reveal shortcomings in recent modeling tools and modeling languages. Special focus is laid on the requirements definition and the automated verification of the design against the requirements using executable models. Based on the analysis a new profile of the Unified Modeling Language (UML) called Model Driven Requirements Engineering for Bosch Rexroth (MDRE4BR) is presented which aims to contribute to latest investigations in this field. An application example of a hydrostatic press system is given to illustrate the approach.
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1. Introduction

Model driven engineering (MDE) has been proven to be capable to cope with complexity in the field of software engineering. A trend in modeling and simulation is to apply the MDE paradigms to technical systems consisting of components in hardware and software. The increasing complexity of technical systems has raised many challenges such as keeping the the design consistent and approving the correctness with respect to the customer requirements. Studies at the Bosch Group have shown that over 50% of field problems were due to insufficient requirements engineering (RE) [6]. The RE accompanies the whole product development process, in which various engineering disciplines are involved. Therefore, a universal and standardized modeling language is required which shares the understanding among engineers from different disciplines. This common language shall enable the building of requirements models, system design models, traceability models as well as verification models containing domain-specific details.

The Systems Modeling Language (SysML) [15] is being proposed by the Object Management Group (OMG) [8] to meet these requirements and has already been evaluated by several researchers [4, 5]. The main drawbacks coincide with the results of the analysis of the engineering process of automation systems in section 2 which can be concluded as follows: first the requirements constructs in SysML are not sufficient for real industrial applications, and second the SysML is not capable to describe continuous-time dynamic models.

In order to contribute to the solution of these shortcomings, a UML profile MDRE4BR is proposed in this paper. It reuses and extends the current requirements constructs in SysML targeting the first issue. Recent works on the integration of SysML and Modelica [7] like ModelicaML [12] have already addressed the second issue and proved its effectiveness [13]. Reusing these improvements the proposed extensions of the MDRE4BR are linked with the ModelicaML to transform the later introduced analytical models into executable Modelica models.

This paper is organized in 6 sections. Section 2 motivates the use of the model driven requirements engineering approach in the field of industrial automation systems. Requirements deriving from the application of this approach to the systems engineering of automation systems are discussed. Section 3 gives a short introduction to the related work on the modeling languages SysML, Modelica and ModelicaML. Section 4 describes the implementation of the MDRE4BR profile in detail. The capabilities of the proposed methodology and the MDRE4BR profile are demonstrated on behalf of an industrial application in section...
5. The paper is closed with conclusions and an outlook to future work.

2. Requirements Engineering in the Field of Industrial Automation Systems

2.1 Scope

This work is seen from the systems engineer’s perspective in the field of industrial automation. In terms of building a solid foundation of the later derived requirements on the modeling languages and the tool support, the engineering process is described at first.

Industrial automation systems are characterized by their ability to process a material or work piece according to a defined procedure to achieve the output of a desired product. The quality of the product shall remain stable even though the boundary conditions as climate, disturbances and material properties may differ in a given range. The process is managed in an automated way in order to meet the quality goals in a reproducible, efficient and reliable way.

The systems engineer is now challenged to design a machine that is capable to run the process in a deterministic way. This task is typically performed within a specific design domain that refers to a field of technical expertise such as: the treatment technology, the mechanical design, the drive system and the control. The treatment is usually considered as the core competence of the original equipment manufacturer (OEM). The same is in general true for the closely related mechanical design.

The drive and control technology is typically provided by suppliers. This is due to the fact that power supply, actuators and controls are available on the market as cost efficient standard components in a high quality. Nevertheless the drive and control system is also strongly coupled to other parts of the automation systems. The proper selection of the components and their integration into the overall structure strongly influence function, performance, robustness and reliability. Leading edge technology is determined by the competence of interdisciplinary system design.

Due to the fact that the requirements specification is the subject matter of contract between customer and contractor the above described context implies that the requirements engineering has to be seen not only from the technical perspective but also needs to consider the contractual situation along the supplier chain. With respect to that it is self-evident that the requirements shall be defined and structured not only according to technical aspects but also according to the contractual situation. The definition of levels of abstraction is an appropriate way to meet these needs. The depicted levels of abstraction in Figure 1 reflect the described supplier chain and major technologies involved and therefore are a reasonable choice on behalf of the automated press system considered in section 5.

In order to deal with the complexity of large systems the design objects are clustered in a system break down structure. The requirements derived on the different levels of abstraction can be referenced in requirement specifica-

2.2 The Model Driven Requirements Engineering Approach

Dealing with the above mentioned challenges of managing requirements the MDRE is a very promising and well supported approach. In addition to the UML the SysML defines requirements and several relations between requirements and between requirements and design objects such as: derive, refine and copy. Together with an appropriate package structure the proposed levels of abstraction can be reflected in a SysML requirements model. A classification of requirements can be easily established through stereotypes.

Furthermore the SysML supports the system design through structural and behavioral diagrams. Relations like trace and satisfy support the traceability between design objects and requirements.

All of this covers a wide range of what is needed in order to refine abstract customer requirements towards a detailed design. The descriptive character of the models are a very appropriate representation of the system design since it allows a certain fuzziness that is unavoidable in the early stage of the system design. Referring to the well known V Model according to the VDI 2206 standard [16] as depicted in Figure 2, it is concluded that the system design phase is well supported by the SysML.
In the domain-specific design, the vertical lower part of the V Model, real world examples, i.e. the hydraulic schematic of a press system, show that the expressiveness of the SysML and its descriptive models are too weak to precisely describe a design on a physical level. Standardized domain-specific schematics, like i.e. the ISO1219, have a much stronger semantics. In practice they have been proven to precisely describe a design such that there is no doubt on how to actually manufacture, assemble and commission the specified pieces. The challenge at this point is to close the gap between the descriptive design model and the physical design model. The SysML concept of blocks and ports is reflected by object-oriented drawing tools for hydraulic and electric circuits like D&C Scheme Editor [1] and ePLAN [9]. The SysML supports domain-specific graphical representations of blocks. The block attributes can be used to define specific technical attributes. Still it is very inconvenient to use common UML/SysML tools for the purpose of drawing domain-specific schematics. Mainly this is due to the fact that no libraries of standard components are available including a large number of symbols and related attributes for all kinds of components and variants. Furthermore common drawing features like title blocks or generating parts lists are not supported. A future engineering tool aiming to support the whole engineering process will have to cope with these requirements.

In the iterative process of refining the descriptive model it is desirable to frequently check the design. According to the V Model (Figure 2) this refers to the depicted iterative step of “assurance of properties”. Subject matter of this task is to verify the integrated system model against the requirements. Up to now this kind of system verification and validation is a manual procedure that relies on the expertise of the system engineer. In the sense of a model driven development process it would be beneficial to run this procedure in an automated fashion. Not for all types of requirements this is applicable. In case of analytically verifiable requirements (introduced in 4.2) this could be performed based on a system simulation. To achieve this goal, modeling languages and modeling tools are challenged to answer the following questions:

1. How to achieve an executable analytical model that is capable to approve functional requirements?
2. How to link the analytical model with the design objects of the descriptive model in order to keep it consistent with the evolving system design?
3. How to establish a link to the requirements such that the execution of the analytical model reveals directly which requirements are violated or satisfied?

Because of the interdisciplinary character of automation systems, domain-specific simulation tools like SIMULINK, ADAMS or PSPICE are applicable only in case of requirements that can be evaluated in the related domains separately. In general an integrated interdisciplinary simulation model is required. In the field of multi-physics simulations several modeling methods and tools are available to provide a satisfying integrated system simulation that applies to question number one. A well established and standardized multi-physics modeling language is Modelica which is considered in the following for further investigation.

The other two questions have been addressed by several work on modeling languages that are discussed in the following section.

3. Background and Related Work

3.1 Introduction to SysML and Modelica

SysML is a general purpose language used in the field of systems engineering. It is defined as a UML profile which reuses subsets of UML constructs and extends them with some additional modeling elements. The SysML is capable to capture the textual requirements and to allocate them with the design models and test cases. However due to loosely defined executable semantics SysML is not capable to model physical systems in an executable way. In contrast to that, Modelica is an object oriented and equation based modeling language for multi-domain physical systems. Graphical modeling is supported by the object diagram which offers an intuitive way to describe power transmission through acausal connections as well as directed signal flows. The strong semantics allow the generation of executable models of continuous as well as discrete systems. Object oriented language constructs enable the efficient reuse of models and the design of comprehensive and easy to use model libraries. A language which integrates the descriptive modeling power of SysML and the formal executable simulation power of Modelica seems to be a promising approach for the requirements engineering in industrial automation systems. An overview on latest research activities in this field is given in the following.

3.2 Requirements Specification

Several researchers have already used and extended the SysML as requirement specification language. In Dubois et. al. [2] a requirement meta model to enforce the traceability concept in SysML in the automotive domain is presented, in which a traceability model connects three independent flows (requirement model, solution model and verification model). However due to the traceability concept in SysML the other models is not clearly defined.

The vVDR methodology [14] addresses the virtual verification of systems requirements. The other contribution of this work is an approach to formalize requirements such that they can be quantified and tested effectively. The vVDR approach is considered in the later case study.

3.3 Integration of SysML and Modelica

Main target of the ModelicaML language by Schamai et. al. [12, 13] is to provide an executable graphical language for hybrid modeling and simulation while enabling an effective way to create, read and maintain Modelica models. In contrast to the original ModelicaML [11], the new ModelicaML is implemented as a pure UML profile with no direct dependency on the SysML. Instead, the new ModelicaML uses a subset of UML, extends the UML meta model (us-
The SysML-Modelica Transformation Specification is another research activity on the integration of SysML and Modelica. The main target of this work is to specify a standardized bi-directional transformation as foundation for later implementations that support the unambiguous, efficient and automatic transfer of model information between SysML and Modelica. In order to define a formal transformation between SysML and Modelica, an extension to SysML called SysML4Modelica profile, that represents most common Modelica constructs, is developed. In this profile, each Modelica construct will be checked whether there is already an equivalent construct in SysML from a semantic point of view. When the corresponding construct does not exist, a stereotype will be created to extend the SysML language accordingly. A mapping between the SysML4Modelica profile and the Modelica meta model is specified which enables a round-trip transformation from SysML to Modelica and vice versa [10].

The SysML-Modelica Transformation addresses the need of SysML users to define analytical relations in a mathematical form in addition to the existing descriptive constructs. The SysML4Modelica profile is simply applied to a selected sub part of the system model which is constraint through mathematical relations to be analytically resolved. This modeling and simulation approach is pretty straightforward in case of rather simple relations and measures between parameters, referred to as parametrics. In case of advanced simulation models this approach loses its practical relevance. The expressiveness of the Modelica object diagram in conjunction with the large number of easily reusable models in Modelica libraries is indispensable for even small system models.

The general approach of separating the descriptive model from the analytical model is useful. The design process is an incremental procedure which implies that not all parts are defined on the same level of detail at a time. Furthermore it is common that different parts of the model shall be simulated under different circumstances. This aspect is not addressed in the ModelicaML profile which considers the design and the simulation model as one consistent instance of the system.

4. The MDRE4BR Profile

The MDRE4BR profile is structured in three parts, namely the requirements definition package which classifies different types of requirements; the requirements traceability package, which details different traceability links related to requirements allocation; the requirements verification package, which covers the verification of the design against the requirements by means of an executable model. These packages are defined in detail right after the description of the underlying concept.

4.1 Overall Concept

The requirements model contains all requirements according to the classification below.

The design model is a descriptive model to describe structure and behavior of the system. Every design object is uniquely defined in order to describe a complete and consistent model of the system.

The analytical model is an executable model. This requires a much more formal description of the behavior. This is performed through the mathematical expressiveness of Modelica. The analytical model consists of one or multiple mathematical models. Each mathematical model describes one aspect of the overall context. In contrast to the design model this may lead to the case that the very same component is represented through different mathematical models. Referring to the press system in section 5 this would refer to the case that i.e. the pressure supply is considered under two different aspects. First in the analysis of the stability of the control circuit, second to approve the proper layout of the suction pipe of the hydraulic aggregate. In the first case a simplified representation as ideal constant pressure source is adequate, while in the other case the dimensions of pump, suction pipe and tank have to be considered in the mathematical description.

If the simulation models are decoupled from each other redundant data is produced. Sooner or later this will lead to inconsistencies that are hard to detect and have a strong impact on the quality of the design. To prevent this situation a relation between the mathematical models and the design objects is required. In order to realize meaningful relations the design object has to reflect the attributes of all related models. In the profile this is easily considered by referencing the attributes of the design objects from the Modelica parameters and constants of the analytical model. In the case study these relations have been established manually which is time consuming and error prone. At this point an improved tooling is needed that supports the binding of related objects. A promising approach would be to provide a component library of predefined objects that contain the relevant attributes of the design object as well as references to a number of meaningful mathematical models of different level of detail.

The mathematical model can be transformed into an executable model. This transformation is performed through compilation of the Modelica model and binding with the simulation run-time. The simulation run-time instantiates and runs the algorithm that is needed to solve the differential-algebraic equations. This procedure requires a definition of the simulation settings such as start time, end time, tolerances and output step size. Furthermore the initial state of the equation system needs to be defined. In the MDRE4BR profile these informations are described through the so-called test scenario. The test scenario defines all these boundary conditions under which a mathematical model shall be executed.
In order to use an executable model for the purpose of requirements verification the test scenario can be extended with so-called test cases. The test case is a mathematical model that evaluates a specific measure by comparing the simulation results with a desired output. Further details are given in section 4.2.

4.2 Requirements Definition

A general definition of the MDRE4BR requirement (see Figure 3) extends the standard requirement definition in SysML with additional attributes which are described as follows:

- The id property is the unique identifier of the requirement (as defined in SysML);
- The text property is the textual description of the requirement (as defined in SysML);
- The abstractionLevel property defines the different abstractions level of requirements;
- The priority property defines the importance of the requirement such as mandatory or optional;
- The version property records the change history of the requirement;
- The satisfyState identifies whether one requirement has been fulfilled by a model object or not;
- The verifyState property identifies the verification state of the requirement which can be pending, passed, failed or not verifiable according to the verification results in the test cases.

The requirements classification is another additional concept in the requirements definition. The requirements can be classified as analytically-verifiable and not-analytically-verifiable requirements. Analytically verifiable refers to requirements which can be verified through evaluation of the system model against formally described criteria. In the context of this paper this is limited to the case that the behavior of the system is described by an executable simulation model which is verified through test scenarios and test cases. In contrast to that not-analytically-verifiable requirements refer to requirements which require additional knowledge or judgment to decide whether or not the design satisfies the requirement. In this case all related aspects of the design need to be easily accessible to the decision making system engineer. For this purpose the trace or satisfy relation between requirement and design object shall be used.

The following classification, based on the taxonomy proposed in [3], is supported by the MDRE4BR profile through stereotypes.

- A functional requirement is a requirement that should produce an expected reaction to a given stimuli.
- A performance is a requirement to check whether a system variable such as timing, speed, volume or throughput is in a desired range.
- A structural requirement is a requirement which describes the structural demand of the stakeholder.
- All the other types of not-analytically-verifiable requirements can be modeled with the other requirement stereotype.

This classification allows distinguishing requirements according to how they shall be processed in the verification phase. Requirements that shall be verified automatically are identified and described through additional attributes such that they can be processed in the desired fashion.

4.3 Requirements Traceability

Requirements traceability is used to specify the relationships from and to requirements. At first this defines the relations needed to express an appropriate requirements break down structure considering different levels of abstraction and other dependencies among the requirements. Furthermore relations are defined that are needed to trace the requirements from and to the objects of the design model and/or the analytical model.

The current available traceability links in SysML are defined as follows:

- The copy, containment and deriveReqt are defined to model the traceability among requirements;
- Traceability between requirements and design objects are supported by satisfy, trace and refine;
- The relationship between requirements and test cases are defined with verify.

These traceability links defined in the SysML cover the relationships needed in the considered industrial field of application. The traceability between requirements and design objects supports the systems engineer to systematically complete the system model. This is done by incrementally building up the design model through additional design objects that are needed to satisfy a particular set of requirements. Finally all design objects have been checked against all requirements of the related level of abstraction such that all applicable satisfy relations have been established. In this process it may apply that a design object can not be sufficiently specified through the existing requirements. This revealed incompleteness of the requirements is resolved by the iterative refinement of the requirements.
In the described context of the design phase the traceability links are very useful but the application for the desired automated verification is limited due to the lack of formal executable semantics and syntax. The proposed extended traceability link explicitly defines the information to be transferred via this traceability links in order to achieve an automated verification. This is done by allocating a performance requirement with a performance test case, using the MDRE4BR verifies relation. The performance variable defined in the performance requirement is associated with the same in the test case as depicted in Figure 4.

![Figure 4. Verify Relation in MDRE4BR Profile](image)

### 4.4 Requirements Verification

The goal of the requirements verification in the MDRE process is to verify the design against the requirements in an automated and reproducible way. In the MDRE4BR profile this is achieved by combining the above described extended semantics of the verify relation with the concept of violation monitors and variable binding described in the VDR methodology [14].

In the MDRE4BR profile, different types of test cases for different kinds of requirements are defined as stereotypes, such as, the performance test case and the functional requirement test case which are derived from the SysML meta class TestCase as shown in Figure 5. The violation monitor is modeled as part of the performance test case or functional test case in order to evaluate the requirement.

A new stereotype called test scenario is defined, which contains multiple test cases referring to at least one mathematical model. The requirements verification can be performed by executing the test scenarios and related test cases defined in the analytical model. The relations among these elements are depicted in Figure 6.

![Figure 5. The Performance and Functional Test Cases](image)

![Figure 6. The Relations in Verification Package](image)

### 5. Case Study: Hydrostatic Press System

In this section, a hydrostatic press system (Figure 7) is used to illustrate the model driven requirements engineering approach by using the MDRE4BR profile. The main steps of the procedure can be summarized as follows:

1. Capture the customer requirements as stereotyped requirements according to the proposed classification.
2. Derive requirements on a lower level of abstraction using the «deriveReq» relation to the higher level requirements.
3. Create descriptive structural and behavioral design models.
4. Establish «satisfy» relations between requirements and design objects.
5. Define test cases for those design objects that need to satisfy verifiable requirements.
6. Establish «verify» relations in order to bind the result of the test case to the verifyState of the related requirement and to retrieve the measures from the requirement and apply them to the related test case variable.
7. Create a mathematical model of the related design objects on the considered level of abstraction.
8. Define test scenarios which execute the mathematical models under defined boundary conditions.
9. Integrate those test cases in the test scenarios which are applicable.
10. Run a model verification that executes all related test scenarios and updates the verifyStatus of all related verifiable requirements.

This procedure is performed in an incremental fashion until the design has reached a satisfying level of detail that is also reflected in the analytical models. After the final verification all verifiable requirements shall be approved through the related test scenarios.

In the case study a press system is considered which shall be used to demonstrate the procedure on behalf of a real industrial application.

5.1 Requirements Capture and Refinement
The hydrostatic press shall be considered in the context of the OEM-supplier relation as it applies to a typical Bosch Rexroth engineering project. In this case the high level requirements have already been refined to the subsystem level. Figure 8 shows some exemplary requirements reflecting different levels of abstraction.

Because of the limited space in the diagram, the descriptions of the requirements are to be found in Table 1 and 2. In the following the focus is on the the requirements from the abstraction level system requirements and below. As shown in Figure 8, these system requirements are derived from the customers and process requirements and can be classified according to the subtypes of the requirements definition in the MDRE4BR profile. The beginning letter of the ID of the requirement refers to the type of the requirement.

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>MinimumWeight</td>
<td>Steel structure shall have minimum weight.</td>
</tr>
<tr>
<td>MaximalStrength</td>
<td>Steel structure shall have maximum strength.</td>
</tr>
<tr>
<td>ShrinkMaterial</td>
<td>In-mold hardening shall not shrink the material below manufacturing tolerance of 0.1mm.</td>
</tr>
<tr>
<td>TensionStrength</td>
<td>In-mold hardening shall increase the tensile strength to 1000 N/mm².</td>
</tr>
</tbody>
</table>

Table 1. The Customers and Process Requirements

5.2 Structural and Behavioral Design
In Figure 9 the overall design on the subsystem level is depicted using the SysML internal block diagram. This rough design refers to an early phase of the design process in which the subsystems and the interfaces are in the main focus.

The behavior of the system is described through the SysML activity diagram in Figure 10 according to the working process shown in Table 3. The conditional state-
<table>
<thead>
<tr>
<th>ID</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>The pressing force of cylinder shall be 180000kN.</td>
</tr>
<tr>
<td>P2</td>
<td>The pressing time shall shall be 8s.</td>
</tr>
<tr>
<td>P3</td>
<td>The cycle time shall not exceed 27s.</td>
</tr>
<tr>
<td>P4</td>
<td>The approach velocity of the load shall be 0.5m/s.</td>
</tr>
<tr>
<td>P5</td>
<td>The pressure drop across the pump shall not exceed 340 bar.</td>
</tr>
<tr>
<td>P6</td>
<td>The driving speed of the pump is 3000 rpm in approach phase.</td>
</tr>
<tr>
<td>F1</td>
<td>The cylinder pressure can not exceed 120 bar.</td>
</tr>
<tr>
<td>S1</td>
<td>The number of driving cylinders is 2.</td>
</tr>
<tr>
<td>O1</td>
<td>The moving mass shall be 40t.</td>
</tr>
</tbody>
</table>

Table 2. The System Requirements List

<table>
<thead>
<tr>
<th>ID</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>F1</td>
<td>The cylinder pressure can not exceed 120 bar.</td>
</tr>
<tr>
<td>S1</td>
<td>The number of driving cylinders is 2.</td>
</tr>
<tr>
<td>O1</td>
<td>The moving mass shall be 40t.</td>
</tr>
</tbody>
</table>

Figure 9. The System Architecture

Figure 10. The Behavior of the System

Based on the captured requirements, shown in Figure 8, additional satisfy relationships from the design objects to the requirements have been established. In 11 this has been done exemplarily with the requirement P4: ApproachVelocity from Table 2. A much more expressive representation as relation matrix of design objects versus requirements is not shown due to the limited space. In the relation matrix, the SatisfyState of each requirement is checked to see whether all the requirements are considered in the design. With help of the relation matrix, the coverage of the requirements can be defined.

Figure 11. Building Satisfy Relation

5.3 Requirements Verification

The verification of the system behavior shall be performed by means of simulations based on the analytical model. This has been done exemplarily with the requirement P4: ApproachVelocity. This has been linked to a performance test case TestCase ApproachVelocity which is contained by the TestScenario1 as depicted in Figure 12. Moreover the

Table 3. Desired Working Process

<table>
<thead>
<tr>
<th>State</th>
<th>Entry Condition</th>
<th>E-Drive Speed</th>
<th>Cylinder Velocity</th>
</tr>
</thead>
<tbody>
<tr>
<td>Approach</td>
<td>$x = 0$</td>
<td>3000</td>
<td>0.50</td>
</tr>
<tr>
<td>Brake</td>
<td>$x &gt; 1200$</td>
<td>3000</td>
<td>0.015</td>
</tr>
<tr>
<td>Press</td>
<td>$x &gt; 1240$</td>
<td>1500</td>
<td>0.007</td>
</tr>
<tr>
<td>Keep Position</td>
<td>$x = 1300$</td>
<td>controlled</td>
<td>0</td>
</tr>
<tr>
<td>Slow Return</td>
<td>$\Delta t = 8$</td>
<td>controlled</td>
<td>0.01</td>
</tr>
<tr>
<td>Return</td>
<td>$x &lt; 1290$</td>
<td>3000</td>
<td>0.2</td>
</tr>
</tbody>
</table>

Table 3. Desired Working Process
TestScenario1 contains a mathematical model which is used to stimulate the associated test cases. A performance test case is modeled further by a Modelica state machine as violation monitor to check the performance requirement ApproachVelocity (Figure 13).

The mathematical model is defined by a Modelica model that has been built in Dymola. It consists of the four main parts: control unit, pressing system, driving system, and sensor. The instances of the subsystem models are traced to the related objects of the design model. Since the focus of this paper is to present the model driven requirements engineering approach, the system simulation model will not be introduced in more detail here.

Currently, the binding of the corresponding variables between test cases and simulation models is very inconvenient. The future work shall address this issue in order to integrate the MDRE4BR profile with the ModelicaML code generator such that an automatic binding can be realized on the code level.

5.4 Verification Results
The simulation results referring to the requirement P4 is presented in Figure 15. It can be seen that, the approach velocity exceeds the desired velocity at the beginning. Therefore this requirement is violated in this test scenario. The verifyState of the requirement is set to failed accordingly.

In the same manner, all the other verifiable requirements can be verified. The verification results are summarized in the following figure (Figure 16).

6. Conclusion and Outlook
In this paper the model driven requirements engineering approach has been analyzed in the systems engineering context of industrial automation systems. Recent approaches integrating SysML and Modelica have been investigated according to their capability to describe a holistic model that covers the requirements engineering, the system design and the model verification and validation through simulation. Extensions and modifications have been presented as MDRE4BR profile. The concept has
been demonstrated by a case study of a typical engineering project.
In the future work the tool support shall be improved. This refers to the establishing of the relations between design model and analytical model, as well as the relations between test case and mathematical model.
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